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STATE INFORMATION

In addition to user actions and feedback, UAN task descriptions must somehow
specify when information about interface state must be retained and/or changed.
This must be specified because interface state can affect interaction within a task.
A simple example is seen in the earlier example of the task of selecting a file icon.
Being selected has to do with the state of the file represented by the icon. Modes
are another kind of interface state. (Despite what you may hear to the contrary, not
all modes are bad.) So how is state information represented in the UAN? A new
column is simply added to the task description.

At this point, the abstraction used for locality of definition says that interface
state information should be kept separate from the way it might be presented in
a display. The simplest example of this is seen in the now-familiar selection task.
You may have noticed that all along, this has been called the select file task
and not the select file icon task. The difference is subtle but important and
can be completely missed if design is carried out using constructional thinking,
such as which widgets are needed, rather than focusing on the behavioral domain.

It might seem as though a user is selecting the file icon, but the purpose of this
task is for a user to choose a specific file, possibly as the object of a subsequent file
operation, such as opening or deleting. The physical file itself is stored somewhere
on a disk and cannot be made visible or touchable by the user. So in a graphical
direct manipulation interface, the inferaction object, in this case the file icon, serves
as a visual surrogate for the file. The extent to which a user can naturally operate
within this illusion (Weller & Hartson, 1992) with a feéling of directly manipulat-
ing the file, while actually indirectly manipulating it through its iconic represen-
tation in the interface, is a measure of the cognitive directness and effectiveness of
the desktop metaphor. Thus, this difference should not be visible to the user, but
it is still very important for the designer,

How does this affect the task description for the selection task? It simply means
that the file and the file icon referring to it are kept separate in that description,
remembering that i is the file that is selected but the associated file icon that is high-
lighted. Thus, highlighting in the interface represents state information about
selection in the file system. Here’s what the task description becomes when a third
column is added to hold Interface State information:

TASK: select file
USER ACTIONS INTERFACE FEEDBACK INTERFACE STATE

~[file icon'] Mv file icon'! selected = file

MA
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Several parts of this task description must be defined further, probably in
declarations. For example, selected is the name of a set that (in this case of
single file selection) contains the name of the file that is currently selected. The user
interaction designer must also explicitly declare the connection between the appli-
cation entity (£11e) and the user interaction object (File icon'),in this general
fashion:

file icon' ASSOCIATED WITH file

The final determination of how things such as selection are represénted, though,
should be based on what works best for the designer. The UAN is intended to be
practical. Thus, the distinction between physical and logical selection should be
maintained only as far as it is useful.

An example of a case where the distinction is, perhaps, not as useful to the
designer is seen in the expression:

select (Open button)

»

Physical selection of the *Open” button causes logical selection (invocation) of

- the open command., In most direct manipulation interfaces, the task-oriented view

does not include separate concepts for selecting a button and also for selecting the

assoctated command. Even for the designer, the situation may be made simpler

_ and/or clearer by referring only to the task or action of selecting the button. This

f R same argument can, of course, be made for the case of the file icon and the file. If

' it suits the designer, the separate concept of a file icon can be omitted. Again, these
fine distinctions are hidden from users but understood by designers.

+ .

6.10  CONDITIONS OF VIABILITY

A user interaction designer may not wish to deal with what it means to select
something that is already selected. This difficulty can be avoided by allowing the
select file task to apply only to files not already selected. This seems reason-
able, but how can this be done in the UAN? We can qualify parts of the task
description with a condition of viability. The select file task requires something
that says,

for file icons not highlighted: ~[file icon] Mv"™

The phrase before the colon is a condition of viability, and the expression after
the colon is a conditional action. The general form for this kind of expression in the
UAN is a condition, with a colon separating it from the action to which it applies:
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condition: action

The scope of the condition is understood to include only the one action. Addi-
tionally, if the condition applies to a sequence of actions on the same line, it is
written like this: '

condition: actionl action2 action3

In such a statement, the scope is understood to include the actions in that one
line. However, when the condition applies to actions on more than one line,
parentheses are used to denote the scope in the following way:

condition:
{actionl
action2
action3)

A condition of viability acts as a precondition that must be satisfied—that is,
have a true value—in order for user actions within its scope to be performed as
partof the task being described. A condition of viability with a false value does not
necessarily mean that a user cannot perform the corresponding actions; it just
means that, even if they are performed, the user is not petforming this particular task,
The same actions, however, might be part of another task in the overall set of
asynchronous tasks that comprise an interface.

When deciding how to use the UAN for a condition that requires the file icon
to be unhighlighted, remember that for the file selection task, the following expres-
sion described the condition of being unhighlighted: '

file icon-!

This is the same expression used for representing feedback earlier, where the
expression served as an imperative; that is, it meant, “Make the file icon
unhighlighted.” Now we will use this expression as a condition of viability, where
it says “file icon is unhighlighted,” a logical proposition that can have a true or
false value. The way you can tell the difference between the two cases is the context

within a task description.
The first line of user actions of the select file task, with the new condition

of viability, now becomes

file icon'-!: ~[file icon'] My

The colon indicates an if-then type of construct here, so you read this as follows:

‘Ii‘(&!‘:iﬂi&h)ﬁai?ﬂ‘\li!o‘w!u‘ﬂim‘{.mh.;.J..A._u. .
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“If the specific file icon of interest is not highlighted, then move the cursor to the
context of that file icon and depress the mouse button.”
As still more detail is added, the UAN task description now becomes

TASK: select file

USER ACTIONS TINTERFACE FEEDBACK INTERFACE STATE
file icon'-!:
{~[file icon'] Mv file icon®! selected = file
M~)

This example shows the use of parentheses in the User Action column to show
that the whole task lies within the scope of the condition of viability. Just as before,
the occurrence of file icon' in the condition of viability is bound to its other
occurrences, meaning that they all refer to the same file icon, As a matter of
practice, a shorter version of this expression may be easier to use. It amounts to a
kind of built-in binding. Combining the conditional use of ! with the object of
cursor movement, the following expression means, more directly, “move the
cursor to a specific unhighlighted file icon and depress the mouse button”:

~ffile icon'-~[] Mv

The task description, somewhat simpler than the previous one that describes
exactly the same thing, becomes

TASK: gelect file

USER ACTIONS INTERFACE FEEDBACK INTERFACE STATE
~[file icon'—!] Mv file icon'! selected = file
MA

While this is a good way to represent the select f£ile task, to be complete,
the designer may also wish to specify what happens if the user does, in fact, try to
select a file that is already selected. The most sensible result (and the one that
happens on many computers) is that the file icon remains highlighted (and there-
fore the associated file remains selected) and nothing changes. How can this be
included in the select filetask description? The simplest way is to remove the
condition of viability and-define the meaning of ! as applied to file icons to be null
(i.e., nothing changes in the icon appearance) if the file icon is already highlighted.
The task description is correct in either case.
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An alternative is to use a condition of viability in the Interface Feedback column,
making the highlighting action dependent on the object’s not being already high-
lighted. This covers both cases (i.e., selected icon already highlighted and not
already highlighted). The line of feedback in the UAN description then becomes:

file icon'-1!:

This is read, “If a file icon is not highlighted, then highlight it” (in response to
the Mv in the User Action column). Because it covers both cases, the following is
probably a better task description than the previous ones:

file icon'!

TASK: select file

USER ACTIONS

INTERFACE FEEDBACK

INTERFACE STATE

~[file iéon'} M

file icon'~!; file icon'!

selected = file

Cun

6.11 EXTENSIBILITY OF THE UAN

To further extend your understanding of UAN, we will introduce a slightly
different example: the task of moving a file icon on the desktop. Here is a prose
description of that task:

1. Move the cursor to the file icon. Depress and hold down the mouse button.
Depressing the mouse button selects the file, indicated by the highlighting

of its icon.

2.  With the button held down, move the cursor. An outline of the icon follows

the cursor as you move it around.

3. Release the mouse button. The file icon is now moved to where you released

the button, and the corresponding file remains selected.

Notice that, unlike the file selection task, this task changes the location of the file
icon. Moving the file icon does not change the interface state relating to the file; it

remains selected.
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Exercise—UAN

GOAL: To produce a simple UAN task description.
MINIMUM TIME: About 10 minutes.

ACTIVITIES: Before looking at the development of the task description that
follows, try to write a UAN task description for themove file icon task. You
won't have all the notation you need, but this will give you a better appreciation
for what is needed—and it won't take you much time. Start by drawing three
columns—for the user actions, interface feedback, and interface state. Then g0
through the prose description line by line, trying to translate the prose words
and phrases into UAN symbols. Also look back at the final UAN version of the
select file task; you will find that much of it can be used in the UAN
description of this new task.,

For those parts of the prose you don’t yet know how to represent in UAN,,
make up any symbols you might need to create a reasonably complete and
precise description of this task. This will help you understand the power and the -
extensibility of the UAN.

DELIVERABLES: A UAN task description for the move file icon task.
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Possible Exercise Solution

Here is the beginning of a task description for the move file icon task:

TASK: move flle icon

USER ACTIONS INTERFACE FEEDBACK INTERFACE STATE
~[file icon'l Mv file icon'-!: file icon'! gelected = file
~[xy]* ~[x',¥']. file icon' > ~

M

It was easy to get started on this task description because it begins the same way
that the select file task did. The first line of user actions and its associated
feedback and state are, in fact, identical. The second line of user actions contains
something new. The notation

~[x,¥]

means that a user moves the cursor to some arbitrary point on the screen, x, y. The
star, or asterisk (*), is the Kleene iterative closure star from regular languages and
refers to the repetition of user actions. Literally, it means to do the preceding action
zero or more times. When you add the star to the cursor movement, you get

~{¥%,y]l*

which means to move the cursor arbitrarily around the screen going to zero or
mere points,

If you have a mind for precision, you might think that because the name x, y
is used for the point coordinates for every repetition, binding would require that
to be the same point every time. To avoid this difficulty, because it is impossible
to use different coordinate names for each instance of the repetition in

~[x,v}*

it is necessary to assume that instances of x, y are not bound to each other (i.e,, are
not the same point on the screen). This convention allows the reference to a point
X,y in the expression

~[x,y}*

to be a reference to an arbitrary number of points on the screen,
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The expression
~{x",y']

that follows is also a move of the cursor to some point, this time a single specific
pointx* , y*. This point is special in the task description because it is the final point
in the cursor movement. The primes in the point coordinates are used to indicate
reference to that specific point. The feedback for this cursor movement

file icen > ~

is an example of an object following the cursor (specifically, dragging the file icon)
that was introduced in Section 6.8.

A closer look at this UAN task description shows that it isn't precisely what the
prose description of the task said. Namely, Step 2 said that just the outline of the
file icon follows the cursor. However, the UJAN so far has not given us any way to
refer to the outline of an icon. This is where the extensibility of the notation comes
in. Remember, that is the topic of this section. So make something up! How about
a function such as

outline(file icon'}

This function is used in the UAN task description to say that just an outline of
the file icon follows the cursor when it moves, but what happens when the user
releases the mouse button? Then the complete file icon, not just its outline, appears
on the spot where the user releases the mouse button. This sounds like the display
function introduced at the end of Section 6.8. Thus, the feedback associated with
releasing the mouse button could be represented in UAN as

@x',y"' display(file icon')

Note that a binding is being used with the coordinate name x', y' from the
User Actions column, to specify that the file icon is displayed at the point where
the cursor stops moving,. Putting these changes into the task description gives

TASK: move f£ile icon

USER ACTIONS INTERFACE FEEDBACK INTERFACE STATE
~[{file icon'} Mwv file icon'-!: file icon'! gelected = file
~[x,y]* ~{x'y'] outline(file icon') > ~ '

M ex',y' display{file jcon')
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There is still a small problem with precision here. While the file icon is dis-
played, in its final position (€x ',y "), technically, it is still displayed in its original
position, too. To avoid this, we can precede the display function with another one;

erase (file icon)

This making up of new functions or other notation, as needed, is fully within the
spirit of extensibility of the UAN and its open symbology and structure. As long as
we are creating new functions, let’s introduce a redisplay function to combine both
the erase and the display functions:

éx',y' redisplay(file icon)

Notice also, in the Interface State column, that this task leaves the file icon
selected. Putting these changes into the task description gives

—
TASK: move file icon
USER ACTICONS INTERFACE FEEDBACK INTERFACE STATE
~[file icon'] Mv file icon'-!: file icon'! selected = file
~[ayl* ~[x',y'] outline(file icon') » =~
M* @x',y' redisplay(file icon')

Your possible solution may have been quite different from this one. However,
if you captured this level of detail in your description, perhaps using different
symbols or functions, your selution is probably a reasonable one. I you left out a
lot of the detail, you might consider for a moment what would have happened in
a real-world situation, where you, as the user interaction designer, handed your
somewhat incomplete, imprecise UAN description to the user interface software
designer and programmer. What would they have implemented? For how much

of the design would they have had to guess what you meant? As stated earlier,

when the interaction design is incomplete, the programmer sometimes ends up
doing that design, often with unexpected or undesirable results. This is one of the
situations that can be avoided by representing all details of the design using a
technique such as the UAN.

TASK REPETITION

In the example of the move file icon task of the previous section, it was
nhecessary to express arbitrary repetition of a user action or task. The UAN idiom
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'"[XfY]

denotes movement of the cursor to some (any) point on the screen. The expression

~[X;Y1 *

then refers to an arbitrary number (zero or more) of occurrences of this kind of

cursor movement, :
As a variation of this expression for task repetition, there is also the UAN

expression

“[X:Y}+

- which means that cursor movement will occur one or more times; that is, at least

once. Here the + symbol, like the * symbol, is taken from the language of regular

expressions, o
Sometimes, an interaction designer will wish to require a user to perform an

action or task some specific number of times. If, for example, you wished to
represent exactly three cursor movements, then (per regular expression notation),
you would use a 3 as a superscript for the expression, as follows:

“[XJY}3

A special case of task repetition occurs when a task or action is optional—that is,
a user may or may not perform it. As a regular expression, this might be written
as -

~Ix,y) (0 or 1)

literally meaning that the user performs the action either zero times or once.
However, the UAN also distinguishes optionality as a special case and denotes it
by enclosing the task or action in curly braces:

{"[X;Y] }

MORE EXERCISES

To give you some more practice with UAN, let's try another task: Delete a file by
dragging its icon on the desktop to the trash can icon. Details of this task vary,
depending on your computer, so let’s use the following prose description as the
one for which you will write the UAN task description:
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1. Move the cursor to the file icon representing the file to be deleted.

2. Depress the mouse button; the file icon highlights,

3. Keeping the mouse button depressed, move the cursor to drag an outline of
the file icon over the trash icon. The trash icon highlights.

4. Release the mouse button; the file icon disappears, and the trash can does
something else {e.g., bulges) to show that the file was removed.

Exercise—UAN

GOAL: To produce another UAN task description.
MINIMUM TIME: About 15 minutes.

ACTIVITIES: Now you have a little more experience with the UAN., Stretch
your knowledge by trying to write a UAN task description for the task to
delete a file, as described in the preceding prose. As with the previous
exercise you tried, begin by drawing the three columns. Feel free to reuse any
parts of the previous UAN descriptions as you write out this new task descrip-
tion.

DELIVERABLES: A UAN task description for the delete a file task.

T S
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Possible Exercise Solution

Because this starts out a lot like the move file icon task, use what you know
from that task. That gets you this far into the task description:

TASK: delete file

USER ACTIONS INTERFACE FEEDRACK INTERFACE STATE
~[file icon'] Mv file icon'-!: file icon’'! selected = file
~[x,¥]* ~[x',yv"'} outline{file icon') > ~

This description still leaves the user stranded out in the middle of the screen at
x'y', holding down the mouse button. Instead of stopping at x'y/', the user needs
to keep moving the file icon to the trash can icon, and then to release the mouse
button there, deleting the file:

TASK: delete file

USER ACTIONS " INTERFACE FEEDBACK INTERFACE STATE
~[file icon'] Mv file icon'-!: file icon'! selected = file
~[x,yi* outline(file icon'} > ~
~{trash icon] outline(file icon') > ~

trash icon!

M . erase(file icon') selected = null
erase(outline(file icon'))
trash icon-!
trash icon!!

Note the second kind of highlighting for the trash icon, trash icon!!, which
was used to indicate that the file was received in the trash can, Further note that
in order to associate specific feedback—namely, highlighting of the trash icon
when the cursor moves over it—the action

~[trash icon]
is written on a separate line from

~{X,¥]*

This is in contrast to themove file icon task, which had no special feedback
upon reaching x', y'. In that task, feedback occurred only upon release of the
mouse button.
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This leads to a realization about the expression

"[er] *

used to represent cursor movement. The ~ is used in the UAN to represent path-
independent cursor movement of arbitrary distance. So the expression

~{object]
is a path-independent move to an object. Thus, the
~[x,y1*

is not really needed in front of a move to a specific location or object (icon), unless
you want to use it as an action to associate with feedback for cursor movement,
specifically to show the feedback for cursor movement at a given point within a
task. :

In the task descriptions for the move file icon task,

~[x,¥]

and
~[x,y]*

were used as a user action to associate with the feedback
outline{file icon) > ~

to show feedback behavior during cursor movement. This separate user action is .
not needed for that purpose in the present task because it can be associated here
with the path-independent movement to the trash icon. Here is the UAN descrip-
tion of the delete file fask without that redundant step:

TASK: delete file
USER ACTIONS INTERFACE FEEDBACK INTERFACE STATE

~[file icon'] Mv file icon'-t: file icon'! selected = file
~[trash icon] ocutline(file icon') » ~

trash icon!

M~ eragse(file icon') selected nulil

1l

erase(ocutline(file icon'))
trash icon-!
trash icont!
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Up until this task, the UAN examples have been tasks that involve the interface
only, without any connections to noninterface functionality. For these desktop
examples, if there were some noninterface functionality, it would be in the
computer’s file system. The select fileandmove file icon tasks affected
feedback and interface state but did not make any changes to the files themselves.
(There is an assumption here that the system architecture is such that file selection
state information resides in the interface, and the file system does not have direct
access to such information.)

Although it is desirable, in reality this separation of user interface from
noninterface functions often cannot be maintained and often simply cannot be
done at all. In such cases, it is necessary to indicate connections that do exist.
Thus, the present example, the task description for deleting a file, is the first
one that has meaning (semantics) outside the user interface, Most user tasks do
have semantic connections to noninterface functionality; after all, that’s the real
purpose of an interface—to give easy access to the functionality of the system. To
serve this purpose, another column is needed—Connection fo Computation—in the
UAN task descriptions. This column is important to interaction designers because

it is where they specify simple connections from the interface to the computational

component. Software designers in the constructional domain might implement
these connections, for example, as callbacks to functional routines from interface
widgets.

TASK: delete file

USER INTERFACE ) INTERFACE CONNECTION 'TO

ACTIONS FEEDBACK STATE COMPUTATION

~[file icon'] Mv | file icon'-!: file icon'! selected = file

~[trash icon] outline(file icon') > ~
trash icon!

M~ erase(file icon') selected = null mark file for
erase (outline(file icon'}) deletion
trash icon-!
trash icon!!

Notice that in the new colurnn, the file is to be marked for deletion, rather than
to be deleted immediately. This is what actually happens on many desktop infer-
faces. At some later time, by some mysterious algorithm, the system decides to do
some garbage collection and actually deletes all files marked for deletion, In the
meantime, the file continues to reside in the trash can, which acts pretty much like
a regular file folder.

In the next example, you are to delete several files at once from the desktop. This
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task begins with selecting several files. Although there are many ways to do
multiple file selection, each of which involves some complexity, only one way of
performing this task is represented here. This method deletes files by using the
shift-select technique, which involves holding the “Shift” key down while going
around and clicking on file icons to be selected for deletion. When all the file icons
the user wants to delete are selected, the user can then drag them as a group to the
trash. Here is the prose description to be described in UAN:

Depress the “Shift” key, and hold it down.

Move the cursor to a file icon.

Click the mouse button; the file icon highlights.

Repeat the previous two steps as many times as desired.

Release the “Shift” key.

If desired, repeat the first five steps any number of times.

Move: theé cursor to any one of the selected file icons, depress the mouse
button, and drag the selected group of file icons to the trash icon; the trash
icon highlights. '

8. Release the mouse button, dropping the file icons into the trash. The trash
icon highlights (or bulges) again.

N oW oe

Exercise—UAN

GOAL: To produce a slightly more complicated UAN task description.

MINIMUM TIME: About 20 minutes.

ACTIVITIES: Even though this one is a bit more difficult, it still builds on what
you have learned. Don't peek ahead to the possible solution! You need to be
strengthening your UAN skills now. Make your best attempt at a UAN task
description for the delete multiple files taskjust described in prose.

DELIVERABLES: A UAN task description for the delete multiple files
task.

Il
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Possible Exercise Solufion

This solution starts with just the part at the beginning, the first six steps in the
prose description, which describe the multiple selection of files using the shift-

select method:

TASK: delete multiple files

USER INTERFACE INTERFACE CONNECTION TO
ACTIONS FEEDBACK STATE ) COMPUTATLON
(Sv

(~[file icon’-!]

Mv " file jcon'! selected =

selected U file

MA)+

sMt

rest of “delete muitiple files” task...

Here, S denotes the “Shift” key, where one of the keyboard keys (the “Shift”
key) is used as a switchlike device (see Section 6.6.2) rather than as a character-
string generator. Note the use of the + symbol (introduced in Section 6.12) in two
places, to specify that particular actions are petformed one or more times. In the
preceding task description, this repetition applies to moving to the file icons and
clicking on them while the “Shift” is key depressed. It also applies to the whole set
of actions between, and including, depressing and releasing the “Shift” key. This
means that a user can release the “Shift” key and still continue selection by
depressing it again and clicking on more file icons. '

Also note the built-in condition of viability, denoted by the —1 in

[file icon'~1]}

applied to the file icon in the user action on the second line. The icon cannot
already be selected for a user to perform this action. If a user moves the cursor fo
a highlighted icon (in the second line) and depresses the mouse button, this task
description simply does not indicate what would happen. Becausé the condition
of viability is not met for this action, such a user action does #of apply to this task.
There may, however, be another task within the set of asynchronous tasks that
“comprise the interface (perhaps a deselect task), for which its conditions of
viability are met and its description matches these user actions. That task descrip-

tion would say what results in this case.
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As with many other formal specification techniques, the question of complete-
ness is difficult. There is no way, in general, to determine whether all possible user
behaviors are covered by the current set of task descriptions. This is an area of
future work, drawing on software analysis techniques and tools that can process
a set of task descriptions and identify problems with completeness, correctness,
and consistency.

Returning to the present example, it is easy to make the case that a user might
want to click on an already selected file icon during this task—perhaps due to a
change of mind, deciding not to select it after all. As mentioned previously, the
“Shift” key is used to allow multiple selection. The behavior of the “Shift” key
when used for selection actually has slightly more meaning associated with it. In
this case, holding down the “Shift” key puts the interface into a mode. (Remember,
not all modes are bad; in fact, this one is pretty useful.) When the “Shift” key is
depressed, a user can toggle between selection and deselection by successively
clicking on the same file icon. ,

This provides an easy way to do multiple selection. Users can just hold down
the “Shift” key and go around clicking on file icons. It also provides an easy way
for users to change their minds about selecting some file; they can just click on its
icon again, with the “Shift” key depressed, to deselect that file. This toggling
behavior can easily be included in the task description. In the following UAN task
description, note the interface feedback and interface state for the Mv action. Notice
that the condition of functional viability on the file icon now moves from the User
Actions column to the Interface Feedback column.

TASK: delete multiple files

USER INTERFACE INTERFACE CONNECTION TO
ACTIONS FEFEDBACK STATE COMPUTATION
{(Sv
(~[file icon']
Mv file icon'-!: file icon'! selected =
selected U file
file icon'!: file icon'-! selected =
selected - file
MMt
syt

restof "delete multiple files” task...

To represent the rest of the delete multiple files taskis just a matter of
picking up any one of the selected file icons (denoted by file icon!!)and using
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it to drag the whole group of selected file icons to the trash, as shown in the
following:

TASK: delete multiple files

USER INTERFACE INTERFACE CONNECTION TO

ACTIONS N FEEDBACK STATE COMPUTATION

{Sv

(~[file icon']
Mv file icon'-!: file icon'! selected =
selected U file
file icon'!: file icon'~! selected =
selected - file
MA) +
sM*
~[file icon''1]
Mv
~[trash icon) outline{Vfile icon'!) > ~
| trash icon!

M erase(Vfile icon't!) selected = null | mark selected
erase{outline(Vfile icon'!)) files for deletion
trash icon!!

We will return to this example of deleting muttiple files in Chapter 7.
6.14 CONCLUSIONS ABOUT USE OF THE UAN

Having reached the end of this chapter, you probably have come to think of the
UAN as very complex—all the details discussed in this chapter about moving the
cursor and pushing buttons, highlighting, and so on. The level of detail you see in
UAN descriptions may have surprised you. The alternative, however, is not to
include so much detail in your designs and to leave the decisions about them up
to a programmer at implementation time. The reasons why this is not a good idea
should be abundantly clear to you by now,

Beyond this, however, the truth is that only a very small portion of the repre-
sentation of a user interaction design in the UAN contains this kind of complex
detail, These primitive user actions make up the arficulatory level of the UAN, re-
ferring to the movement of a user’s fingers in performing the physical actions. This
level contains the low-level details of physical user actions (e.g., moving the cursor
and clicking the mouse button) as a user interacts with devices. A complete
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interaction description, however, is made up of many levels of abstraction built on
top of the articulatory level, and these higher levels are made up of task names, not

primitive user actions. These task macros and levels of abstraction are discussed

in Chapter 7.

The complexity of the UAN as discussed in this present chapter is mostly
hidden from readers and writers of the UAN, except when they are working at the
articulatory level. Unless you are interested in exactly what physical actions are
used to make selections, and so on, you need not see this level of complexity;
instead you just see task names such as

select (object)

Above the articulatory level, interaction representations are in the form of a
quasi-hierarchical task structure that looks very much like what you get from task
analyses, except that the UAN also includes temporal relationships among tasks
and subtasks, as discussed in Chapter 7. This next chapter also returns to the
Calendar Management System and uses the UAN to represent its design.
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